**Building with Blocks**
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**Part 1 in a series of articles on understanding and using PL/SQL**

Oracle PL/SQL celebrates its 22nd birthday in 2011. I know this because I am looking at the first Oracle PL/SQL user guide ever published; it is for PL/SQL Release 1.0, and its date of publication is September 1989. I was working for Oracle at that time, building the first sales automation tools ever used by the Oracle USA. sales force. I had already worked with PL/SQL inside SQL Forms 3.0, but with the release of Oracle 6 Database, PL/SQL was available as a free-standing application development language.

Three years later, I wrote my first book on PL/SQL and since then have done little professionally but study PL/SQL, write lots and lots of PL/SQL code, and write about this best-of-breed database programming language. Of course, I wasn’t the only one. Thousands of developers around the world have been building a multitude of applications based on Oracle PL/SQL in the decades since it was released.

Best of all, there continues to be a steady influx of new PL/SQL developers. In fact, with the relatively recent emergence of India, China, and other nations as technology powerhouses, I have seen a whole new generation of developers discover and work to master PL/SQL.

To help newcomers to PL/SQL make the most of this language, *Oracle Magazine* has asked me to write a series of articles for PL/SQL beginners, of which this is the first. If you are an experienced PL/SQL developer, you may also find these articles a handy refresher on PL/SQL fundamentals.

I will assume for this series that although my readers are new to PL/SQL, they have had some programming experience and are familiar with SQL. My approach throughout, in addition, will be on getting developers productive in PL/SQL as quickly as possible.

**What Is PL/SQL?**

To answer this question, it is important to remember that every Website you visit, every application you run is constructed from a *stack* of software technologies. At the top of the stack is the presentation layer, the screens or interactive devices with which the user directly interacts. (These days the most popular languages for implementing presentation layers are Java and .NET.) At the very bottom of the stack is the machine code that communicates with the hardware.

Somewhere in the middle of the technology stack you will find the *database*, software that enables us to store and manipulate large volumes of complex data. Relational database technology, built around SQL, is the dominant database technology in the world today.

SQL is a very powerful, set-oriented language whose sole purpose is to manipulate the contents of relational databases. If you write applications built on Oracle Database, you (or someone writing code at a lower level in the technology stack) *must* be executing SQL statements to retrieve data from or change data in that database. Yet SQL cannot be used to implement all business logic and end-user functionality needed in our applications. That brings us to PL/SQL.

*PL/SQL* stands for *Procedural Language/Structured Query Language*. PL/SQL offers a set of procedural commands (IF statements, loops, assignments), organized within blocks (explained below), that complement and extend the reach of SQL.

It is certainly possible to build applications on top of SQL and Oracle Database *without* using PL/SQL. Utilizing PL/SQL to perform database-specific operations, most notably SQL statement execution, offers several advantages, though, including tight integration with SQL, improved performance through reduced network traffic, and portability (PL/SQL programs can run on any Oracle Database instance). Thus, the front-end code of many applications executes both SQL statements and PL/SQL blocks, to maximize performance while improving the maintainability of those applications.

**Building Blocks of PL/SQL Programs**

PL/SQL is a block-structured language. A PL/SQL block is defined by the keywords DECLARE, BEGIN, EXCEPTION, and END, which break up the block into three sections: 

1. Declarative: statements that declare variables, constants, and other code elements, which can then be used within that block
2. Executable: statements that are run when the block is executed
3. Exception handling: a specially structured section you can use to “catch,” or trap, any exceptions that are raised when the executable section runs

Only the executable section is required. You don’t have to declare anything in a block, and you don’t have to trap exceptions raised in that block.

A block itself is an executable statement, so you can nest blocks within other blocks.

Here are some examples:

* The classic “Hello World!” block contains an executable section that calls the DBMS\_OUTPUT.PUT\_LINE procedure to display text on the screen:

BEGIN

**DBMS\_OUTPUT.put\_line** ('Hello World!');

END;

Functions and procedures—types of named blocks—are discussed later in this article in more detail, as are packages. Briefly, however, a package is a container for multiple functions and procedures. Oracle extends PL/SQL with many supplied or built-in packages.

* This next example block declares a variable of type VARCHAR2 (string) with a maximum length of 100 bytes to hold the string ‘Hello World!’. DBMS\_OUTPUT.PUT\_LINE then accepts the variable, rather than the literal string, for display:

DECLARE

**l\_message**

**VARCHAR2** (100) := 'Hello World!';

BEGIN

**DBMS\_OUTPUT.put\_line** (l\_message);

END;

Note that I named the variable l\_message. I generally use the l\_ prefix for *local variables*—variables defined within a block of code—and the g\_ prefix for *global variables* defined in a package.

* This next example block adds an exception section that traps *any* exception (WHEN OTHERS) that might be raised and displays the error message, which is returned by the SQLERRM function (provided by Oracle).

DECLARE

l\_message

VARCHAR2 (100) := 'Hello World!';

BEGIN

DBMS\_OUTPUT.put\_line (l\_message);

EXCEPTION

**WHEN OTHERS**

THEN

DBMS\_OUTPUT.put\_line (**SQLERRM**);

END;

* The following example block demonstrates the PL/SQL ability to nest blocks within blocks as well as the use of the *concatenation* operator (||) to join together multiple strings.

DECLARE

l\_message

VARCHAR2 (100) := 'Hello';

BEGIN

DECLARE

l\_message2 VARCHAR2 (100) :=

l\_message **||** ' World!';

BEGIN

DBMS\_OUTPUT.put\_line (l\_message2);

END;

EXCEPTION

WHEN OTHERS

THEN

DBMS\_OUTPUT.put\_line

(DBMS\_UTILITY.format\_error\_stack);

END;

**Running PL/SQL Blocks**

Once you have written a block of PL/SQL code, you can execute (run) it. There are many different tools for executing PL/SQL code. The most basic is SQL\*Plus, a command-line interface for executing SQL statements as well as PL/SQL blocks. Figure 1 shows an example of executing the simplest of my “Hello World!” example blocks in SQL\*Plus.

![PLSQL: Figure 1](data:image/gif;base64,R0lGODlhwgHWAPcAABZq7ghV3ayomXFvZAAAAL29venp6YyMjPDw8P////j4+NDQ0Hx8fLKysuHh4WhoaJqamqenp8fHx9nZ2ezp2AkBAgkJCQkJCQkJCQkJCQkJCQkJCQkJCQkJCQkJCQkJCQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAAAAAAALAAAAADCAdYAAAj/AAE8ePDvw4eBCBMqXMiwocOHECNKnEixosWLGDNq3Mixo8ePIEOKfAjgQ4V//06iXMmypcuXMGPKnEmzps2bOHPq3Mmzp8+fQIMKHUq0aEwIH4wqXcq0qdOnUKNKnUrVp8CqWLNq3cq1q9evTUuCHUu2rNmzaNPSZGBQpdq3cOPKnUtX5tW6ePPq3cv3aUm3fQMLHkxYMNLCiBMrXkz2LuPHkCNLFip2suXLmDOjZGsS6EGDnh+AjpoUZmmcp3kaTC1zNd7ONFmbrjm6ZWrZKHFr1up49cnRtT8weFBhtckHDBbcNO4S+QTAOw0yiJD0AQQGLgdAkMD6w4EI2Fs+/zhwwPaHCBAIsmRO80GEmaUNli/Kfr3p2vabQ2ignqV17B9AAJ5+AH53AGv/oeQedetB4KB84EnXQHURTLibV38V1MABEy444QHqnTfdQQUcsABBH0hQkHHFHWSbAwdwZ1xSKcbX1me5iZYbfgU9sACN37kEYWoDUFdAf7kx0IBLR37w43oLxMhAizeCJh1SNNIomndY4rjjjLK5OGNL013Xo0kfNMCZWwFGcOSKBD3AH37VFSDkARD8wwBSEqBoZZBypugnkO99MEF9q53o3gdNPiDjoUXqdqFUh/3zgAKg8ffPdSCmdFAEB6Zp6YQ1MlrBAQMYygBbX9pZAFsl/v9oEHenVijaqtw5+sAA/3zXAK8roSmjpe+td1IEwK4UAUEMzJfbqLYdmmZ/sxp0qAMRLJttAakWsB15onE3wKupNjABlgfYeV4Dr35gwHZIVoBehAaYiOQ/EwD7wQDjDrSAmqk5aq2T5B00wXAvyWmedf9oiuqmS1IIrZoQF0SswfuxVhx36ek5X66kKjfpVo49UEABTho0XqcKHlSBjwP0WdAEltoJoqEso1ScAt7ueyK3Bin3AQLIoTzAAQ6QyBnRDKho25OW5unSntAt67F+TxuE8mmGjstW0gdFPIHCKxPEnbQ9lpdoQQ7M7OOmSH7QtqFvd7zeyXE2TZDdLDX/W5AEAq5UAXcJUwdd1A0TdACApzGcJgQLML4Swz6KaJumVvtdo3tsj0xyfCjt9+umzVKbZZ+n/10B0Aed6N+rKj5w6JYp0y1a5WALl4DtYRJO7IqdKfylnnnOCZyozDVpANd0ryZBi8rJaXKv4MrtJEEnce68pdIeuaTdq3WvMN8rWorp8laTr2DsEigZ7KEtFYcyTAwv/k+TtXHuKf6Nv/e2/Sx5GPEShxIZ/Uh4nsPKmhjFIdEsIAKHUtLiAKM/GqmIYKgDD6mC9R6AoadTjJIOeAayIQkMwDrfEQ54UtWgCRzIOu36wO7ahDB8Eec8DkJJjCjkQoPMkFHLCo66/6pVEAFZrQECGg4SQQZCGK1NT24SzXtyVpzvNGmK93IQBFK1AAgUwH/tckutNIVEpMjLav6J0r2I1S4kzidjbGSLgOaTrup4kS3foQ7XXBgq9OQpQGp0zwYTWJWrsCd7/AtTsKzEyPq0qHyuKZ+nbAS8zjgSTJjM0vF2tMgvZVI2xRmeKK0EPE9i0pQ0ElKVCgKdU2pSlYu0UXciGctVcjKTnaRSUloEmDE18niSImRYYMNK2wDvcDUpDjJ1lptlwuY0j+Tkej7ZS90gU5cpYckyYwKYbk5TlNoMps7EKUlmjhOU01RJKOPXFna65ppgug9wXhJJlfhmnMLESqXyyf/PfvrTL2v8p0AHSlCcVKagCE2oQvvWzoU69KH9dAxEJ0rRC2WoohjNqGT2qdGOepQwEv2Ji2wTUFXySJL3dE196KnS4MiSKPva0k4Q0iOZykRH4iHLSD+qmIOqjJwuadG9vBOeci5yiQgqkdYqZCkJIPE8brImVGXkLT1CLikCgtp9SqpKkyUrNoycntLaIxuoRTMr3vkqTwuzwAaM8GVbup3KemSpzwwkPnet3kEMcMKWuMlAt9nTAI9kHSetxHWz+QfHyoM/abUtUKbJFqhqqjKZ3jUpLNvXSVkCgaT1qFh6Kmqw5DqQbCKEUZeNwIlW01eS0u61sG3Z7eh6kBD/uUetax3MXdy3mWX9CHBKkp1wCDKBEQboj9yy1QIGsDzZ4XQlGfOONhEnMNQhQAHqMVkwDZK0zIUqV3p0WsJUVIGkfXEAbBmPcgRU2l7FqU/we0lxshUiO+lQtApCQLMO4lnpja1EGUvX7Qxw1waRS1dJGwB/RMMfMxV3OE360bIgcKCxjS23ickQAP8hK/6grALKQc/8fvQbx9EsTX6jKi03dUWsecdew/GR/DYbLNc5DEALeBkYY8IwxQoqNyU0VGo6VqGYcdU6wkPghicHWgI+LD0dok6P27TGLW6GW00CnA+1kydZRW1VQzvadfIkQAwTplI+2lK7jnTA6CUA/0DxvZj1prOqf3h2eawpU/vit6jwodZd08oScS6XXSNtSVo/alZxnuuppD0gaYRjFFKSttrSWPk7lpWNtw6AAAuuZMkKajLhUshmrdVsRgT2a3YPyNrdKSop8XUS2F6t3VdZiqtmpkvJKMxgZN3PraChVYBGM5Di7Im9e5OQWl/MKpYUKUK2ilp6UlQwH3anRKHCdBF75p7DyJBO3ZbPalA4JySqp68BqjaybsOg4RgEtO31D5JCJaI+pRdATwUiR/UUIjy9ED2p+o9osISSSB1kcVLEE7Pwm+u8HDRYgJGVQcw0ExL2Z51BpY04jXMg01RTmsDrOEvvaczWWNM8Ov8xDgPGlRp70vg+M9lmwxmzJpOjCdejfXlTdI4aoKalsrucOYZDatKe81zoSBf6RZPO9KY3Zd9Oj7rUf0L0qVv96jV5ONa3zvWpNbTrYOd61cNO9qgvvexodzrU0872mY+97XBfq9bjTnee1rzuePfo2/POd4eeve+Ad+jaA094gu6dKQeSeeEXb5bKSKeGPZlrTOLcMsZb3iwLJNqWHMQsJAtnTyqzX7rD5cSDA4jCXlbQBCTQxy7p8fKwn4ohyQPkAyUtX4FygPSkd6RsjXtrJgs+sh6wvAZxRlGeZVDsl++XzuDpsAb5FcoKqxwQefVAEj8Ilpp2tBrdDz8dkxv/Srx8dOabnyfexpn2l3X7dzvKvcEf+IIttdr4pwlEu2sJphnFL8Kh8fwAOBR38XhxkiqfYVd1dWtx1V4FdlrDZVNJgiJgZhIsFIAWCBSO10qUNF3BIl/QRGNsAksNp3gXqBZ3lxNFU343QXCqQTualRXxxhOdEoPBIjU/kYI+1xoGWFt3whm2kTOLVIH+4YNGESo2QYN61x8olIOrg2soNADVhFv4koPmwQAXZh2exWMUhltI2HPLQR4iBzeS1F4rthZ4Akpv4hPyMTbSkWOxNB72tSN98n8KAgGUNyqP5nMoFIYxkYYw0WxG9VEZIjABNiLj0THdph4fdlz3sl+K/7In4YIAoUJhB4JEvnY0ekQeWMJ57PR/hGMdFNYS3TdxSnIQEqBUXIIdKwMii2NVI6JtHoMuFPc+xuEgY4NkxBIlB3cA2SMg71aKqfEjdTQerzc/OMQsKfRik6g+8+UnImMfhiIeS4JALOE7yrI3gHhTSMEtq3hcvHhcY6OKcYIewoEAADMdKOJv+4InDLdQlbJfKaN7cZUxeFYac/IqeRhAqihlMfIyGzQQnQY0eOYoB4IABggqxCcb4EMrjvaM6+Nuuvd8izNxKNNcYCNcoCI3l/Uw7pJt3NFpgoMzeEQdy3Iq4aEdp8NdrXMp09ISJzJtfRI4icN/edg6bEE0Jv+Bj1nIEsbofdPkhwWHJXE4TtaIEt4lHgXmHxOyYLOTQvxxhvwRO9RRj4FWEPZTisiSMXe4ULv1R4fiO6AyImiDEiMGIqniFnW2h+MSNYsWlSEkZPnia8jxI12EHDyCRikyM7Miit4WO+UBQG61XxM4HsJxIOJFVLkBLxwCj/EhcUe0cHX4PjWzMYWlPgVgLgWRALuiiEmhRqmSL5oyHmeTHmfZEppSEA6pM3SoINM4lLkhXtf4D3RYW1viFo6CiOHhXR3Te5YCIqSSk6dhP77WLJ2iVQ8lFkHjNUJWQM2yPCVSgW+CjoyGaYeyIQyAZ2wYfLonAeBxNiYjZY82EMv/wmg1gyXhySjNApv/oGB3pRza0VS3s2D7IjXhGWH6WBwnRFhHIoTWclfB5zq0xz20IzQmdB3Ts5o/AmyEpYiKkx4DMTZaNhC6VyRJqTMEqTK6lxRvkpDqQXuoZTwSd573o2YCk1gr4TebMR+6sp/8cSLLpYsHw0LmdhL2s6K4uJUKxRmshT3UIle11RZKSIM/ahAntIBAdztGiqSgQVPrkRC0WVu8NVr+SVsNWFojJT3jNk2VZVsQ+KRDWkq3lqU1VUn4gSJGqiCToyN29aVMKqV3VaQ/VVPZZSVkOGgxFVdaAoHw0aNpWhqXhYBDyoOlFFPAg3OGFyLdMUmp5Cky/+FylSRfOYEbxNSBk8Mht9FK8DGEJ1WGgchOEFeGGGcenAqpJvV1FmMTkno4QddJ5ZSDk3qqzyIkWloaGEdMLQVOy0GCl/F3iSkkSwIfv2oUw/YSkBcTCEOFPqGrN4FMAQITLAgU4zFT+6EaESAzliKFMlGsStGs5hQUXXgh71gaOroiZjQ9qnQY5kqpLUFheGlMhEkliclI+RGr+NFLJsdevWIjDOIeKRQTXKYvKrErtCob0YpeK6ZJXCM4MBGqAROsOqRwscqoK/I85tFkLQca4HMblDpsWTKvsHqi+1FDH6ggLqixEVty5jRcr3SyJhsZdzGe52EdhQIBCDBtUf+yNTVYsw5UR1yybzKyPOyqNZhmhy9kqd6BAOvWQBryIHgSIUrLr6TiLTj7Eu1DN//HANjFlhkJE0F0i5gmJ7qIQ7wYQJDGisUCKnOyQ8LhIP4jYrdBYUhBYZpSJEjUErliJzI7cf2aMi5Bs3vzHWyhJqdpNfzKmh1DHtRxAAYQIQzwJo+DFE3rLDliId4YNdZXALoIihqitHhCMX1DX/c3Ide5bsFVRL5YJDmEQoYqGJXBLzWLYxO7GuiDX6UCaMN3JNa6EvaWK8x1EJ1WHRaCmqVhjelRAQDDHxtiWGJYOYcSIbmbNXpyNCECZVETfEchGt3XbetJb8ixk8Ribnv/yWEkRJaKMyEJKhpxpjLXKSjaNTsOq1j7NzYxcq2/myLVlB55gjon4mj2ZTdyUhzFlz0DgCk+9mkEkZH8kZGpWRD9mx6dhq9XoyDq0mmLkmg2aC01UzlBwjd+84qIG42NS56LoaMmAzkoIjLK+7/qw7f/a319oqesF3BHsjVbo33BQis+VhpW8yZbpEc0s7yM9WORJiTSoi3Bky+OZkIh8hLpoyTolSdHsxkelhrDcSK8Eo2Dw8BkKR9mkzIglj8zXCoTQjP6sxLe8hwfgF0I4ZYDI4oHY15Bwzn6g0aOAzYZvDWp1zE3BpPQITxudVmFW2e5oS654pvraYNNxcAM/1MkDTMafkN7qpvDeeuyfrI7Gaq8TuJudmJl69E+4dIrsGKXLumnRyKPcSg3bFEc8cV66oGIr1Kdn7y8eUJY/EHAQLkZ7cMdJUJCcgQiiHzLm0IeKNM+qmUwqYKOF3aiq/Fd4xc25LspvPIjSeS97Lmdppgi0/G+0owyIzQQR0JgQdNLqCO4GzJppSuGozJfAKMrBjAl3tLKcfLKAeJA7GRfwRdw1jGN+VInqBk12Fy3wbIhGekAISybTeIxsxJcxXkQ6FWUi5EhLmJbOScmPHKAYHJZWtoyFD1OJasl8nomxoGomDQQMnKaJJWnFF0fqzmmP2VbP0VLI21KkDQju/9SlBY9KBatpXNaHXO1Yrp0PSjChhsYSQUGqDKlUi4YiDvFg4IK0rxE0+5Bu3GFOjnySzhy0atrGORkT7iaTWRKY6Y6sLWk1CvyGy7HPGgyI9VjKSzVTKJapomqriAHr+dE12Q60yHdryI4SSCn1PPU13jdcdJxqg3FI6HagSpV1zqXsN90S8yxKnx4Tvvi1c9yq2hi15NxeJGhgpkqrEuxWchKFL8R2nrB2Z4zdyWY2oNxgqrd2n2h2a4d23DBq7Jd23ExeLad22gB27rd212B2r4d3F9xd5FkSahq1Ss1PJhUq1/9TDRyEj/tS4rKqaT0scLtdiHiR71GHSJrrOj/gR3eMhxK0kXsxnkEcyDowR/wyB1Rgt7Zgh15NBDYoR0xkrySxYqWezJhOF9RZWXZeN25Noh2TDHgwTK46BL5orvE9kdcgyk0cignMX0ogwAVAHpoI+Halcl/iR12g8e098i8AhhBMh0RgCmRDeAYtk9NY752lDPeMT9K+SYP1HFlvCMxE0QwQhCXGURHMm0wwiuXOX1Y4kahhc6v4iBRDOIuEUTo+VekjeJ+t8QQk7alMznomDBfCRs9lh+W+ozyzD0R84xqksQzMx2kY+QIMz7wzXC0p5wT8MNQHuBZgrbhAkHCoSbyHVCaeCAlkuaIvCKCy0X71SFP0kOqUomt/+MdUfQ4o8aZQLYdmDVUjC4c9BfnDbdALRV82CRPCLuo4fRJzIHcoQ4a0T1K8fTWo2rpPDWAYT0mMVHcqf6o8VQBGsgctF7WgO2BYEXZqi7nZ+1LPDfqpgPquS4kytrreZd+3gKTXuQdgyJfgCPjE6lv3ox7F4nsuj2AM3Q/vMIphRZQMdnFQusff4S034rtqY2cpuhbLU4tBc0SSAQ/M147rFJYLw6E6O7amL4pDiJH0psjBWO314zDvtc+L5Mnd6WZ+V7bhnR/03aZEbQhJ5R4S46vbiRF9OUeSpUq6rPw6W5JsC4zsF50j1o+P+3xtr1PH5fcsbFNx34WAjs5of+tIyKMlGZa85FaoQmYP5WH8kGh2XiSepF31Gp60RVd9EJ10yzS0ipoqimRgj2/gkOOS2kaMVEtKZtET0sIXXEyH3n5N+3o8zkB3PaRkU+eEsScHvnylZN2iII8Oa+SwOGycgQtGg4QM+iIzQNQ9+KBIy74xwRr9S6IUzpfcEtyEvU+jXqEU4xyouGh86uzGv6jprN1NSpDuFIjHFSShTgv9tnq9EJyQOvGEzSMjhPiRcJnRqp2yAwiI5EWPcD2lg7dMOBBl1AkSCLsOAKTJi7EHYsjWC0BlCpz+r5ZOc58X7c/LDqkK6uyLLlyMIeRliZ0hZLLWR1HYWe/8Jodsyf/ilg5AT8UxnrcsSq36B1axhKE+8cc1pmrQdDLoinyLhtW0yd4Wx4rRz8NoBJPMv+oDBAMJPwjWFDCh4IFHzhgEIEBgwIDJDz496FAwYf/HCAsQFEhhAUOFyCM8OBBg4QMDvw7wIAlxQcuExYcsHLmTZw5de7k2dPnT6BBhQ4lWtToTwAfKvA8YPPDAwgDEA49+KAjygYPPxwwifCDAqUFD0CoAKHhgw8TPnwY+fQgSbRq2a6tiPZfg7gfNjaAwBLC1JlQC7bF+2/kBKkeEzoETFDwg5YNnjq+SLDlv4lp6Tqe8ADBg5KaBWNcOZYtxbWNCxb+h1b1UdixZc+mXdv2/9G/PSNA+BvzNdDdENAWOCCZgdeYERij7Qph91rlUj9E8Eo9dXToSteO/BehQQSpvIWv5fv0qeutqxEeWNv35IEBNx+oTbh2pe/gXvs6dq38eP0CPpBMQMbSU+iBCgRsCqb45OOuO5Ruk3BCCiu08EIAFOtpqqWM6pAgrzpUzaQBTJpps4KW+rAi1ejarKOcUvuAgRLRa8zFG3M6CUUU6wvrprVWJCjBfxLk8bff5LOOvwubdPJJKKP8J6kN7ZKyydR2IrKgJIfq8Uovt6wITDLLNPNMjILc6YEBGrApxq5kXCtONHH68kkh69RzTz77hDLDn3b8rSyu0ErgvAFKmv+oNQ39dPRRSCOV1NGk8jzxALVAY0+1plJLAC+TXEqUpQYnNfVUVFNVFbcuZ2qIIAYcaLS449jkKyaXTlp1V1579fVUQHmyjzoGhLspqgS7SsAk9mA08Vdoo5V22gqp5Amq3hDECaqWJqt1twZppHZccss1d6fjfryt1XPbdfddXoMV9s5t2YX3XnzzpVRdnT5IgAFLE4pJX4ILNnjP3HgqawHmdkr4YIgjlrjaRrdlEy0INgXyL3sn9vhjkHGydqcCIArwHwY+O/HhkFt2+WVY1ewX2+mMPXFJmHPWOWJ5Y+RvMiC52nloovWtFKiAZyx6aabPZTmnmtJdMLathD7/sK6ms9b6ymAnA5pLq1hsas2pKk5xxv0sgyntrdt2W0Jrw9YVMo8sArGmiqZOSDK0iOVqLRpzGw0yZ9l++3DEjUo3QQcGyNgqyCtagLTu2JM1pQEaL/avjTzrqjX3AmQY9MRLNz2oYE+KKbJEU6vsH7zlstmxBhqQoM2+j4tA4L5U2ko6s08XfvijQQMd8skeGAjWvpx7oC0ulzUgJuGqeh129yZaIL6vh/d++IS9hkmrIusWv0TA5mwNIZNcU0x9RuMM/nv63e75J3YrEDFgEGPsuH4AEm1kASRgAZu0OAMmUIG2ud8CHfhAoRwNghOkIE+eVkEMYrCBGeTgAwfY/0EQLhCBTPvSkSRErxAmboN2Ys+V2sOnk7CMcAhpyJtkYx/WBIUB80vhxySYsdDIRCHxUQnHxpIrHuZkRUsU2PWEkiQm4mRFUznNmGYCPeP15EP8A1EFLjMkEGmsSDMpSQ91Fr6NfGAi15vOWsDSHup0RFzy4Y11IlCcrUBgQAdQTnuiAjrlsKk70MEjtjREyOO4Jz58tGPGQGesptixWwyYQKFcskPJlQ0lkGFUYG71AfGAki94MUsZWeKSPLIHAggQGlQGxJtFmRFmXZsIREbDJAFJgD1tgcocZ8JHixgKcAc5S4DWUgDhjKRzJVlJVTqXFpM4cQDTW8sEYLfDt/8IiGOnscoHDJCuB1BzKW8RTGEq8JaKXMSbalTXOVEDzDsuAAIO2E1mHLCUy9gyMwepyGfG0joYyfJl1lJjRrJIkNykZpQUUYnVXOUS4XQTba1pgOM6pMv2EWYALkljZfTSPjqOZCCFos5SCrOWxsXpAIuCCj/pIxhT0oeiSokAAgynGYSKajegcWUmUQbRkkhnefNp3x+NxUWBGmxxc6FMVwZWEeFU1CoC2UpJGsWABVDVbhVBTEf0QqOngMoiDGhARySQsqd49I7POtDzvEnJ42S1VhPBWES9qDy07FAu5LwdAoKExd1V5FCcikhcJKI64UBAl7uxTK7E+lWKZIX/ORO5nEOSCjJ5WSl+bWTReVhESeZ8TizjyVJq7DIn9MiPLszJ0oFeEyfzmDa1HvkcbOlkJdY6horIoY7FTJsl13TEfFS0bdlSu9r/XRZeEoTTmFrb2fmZSE79uxNglvLcIn1JTD6abn2AtNuzpWgmeboOCjvbXVCeiC4fWm/6Sssl5U7sgk8UClLJlRr7xteAK9Rvf5f2Qf8GuGgjFHCBd8ZfAyfYh/xScIM/Nl8HR/hgCJZwhe81MiPBd4wW5jC5lnpH6xTgOZi0YodN3KsMpeaNY51OTWjr0BPHGFhh2YoEqMPLx3EJmMmVcY/BFD6CeKcwLRFaaviYRB8nmUxd/8sKXtICAbXwcYc8VXKV+0Sl6c4pMzKycpf3lC6v9EhO5vVymZ8kL/KqiMdmZvNtmNtmOPMJwnGm85KRXGc8NwnAeebzkwjcZ0Bj6M6BJnRs3lxoRNdmzolmdFEo3GhII2XNkaZ0SmRWaUz75NGZ5vSUGNxpUBdk0aHO9KZJHek9n5rTf1Y1p03d6kQfGtaYHvWsGf1qWwc61bluNKt53Whc/zrPshZ2omtd7D4HG9lx3vWyAe1rZwNa2dE2M7GpzedjXxvO09a2lZvd7ThDG9zMHvS4vWxtc7c52+n2drnZreRvv7vL4pZ3l7ld7w6jG99VXve+Y3xvf0s43gGXMTu9CS5jgB9cwfpW+In73XCBt+QhE6d4xS1+cYxnXOMb53jHPf5xkIdc5CMneclNfnKUp1zlK2d5yzseEAA7)

**Figure 1:** Executing Hello World! in SQL\*Plus

The first thing I do after connecting to the database through SQL\*Plus is turn on server output, so that calls to DBMS\_OUTPUT.PUT\_LINE will result in the display of text on my screen. I then type in the code that constitutes my block. Finally I enter a slash (/) to tell SQL\*Plus to execute this block.

SQL\*Plus then runs the block and displays “Hello World!” on the screen. SQL\*Plus is provided by Oracle as a sort of lowest-common-denominator environment in which to execute SQL statements and PL/SQL blocks. Whereas some developers continue to rely solely on SQL\*Plus, most use an integrated development environment (IDE). Among the most popular of these IDEs (based on informal surveys I take in my training sessions) are

* Oracle SQL Developer, from Oracle
* Toad and SQL Navigator, from Quest Software
* PL/SQL Developer, from Allround Automations

Each tool offers slightly different windows and steps for creating, saving, and running PL/SQL blocks as well as enabling and disabling server output. In this article series, I will assume only that you have access to SQL\*Plus and that you will run all my statements in a SQL\*Plus command window.

**Name Those Blocks!**

All the blocks I have shown you so far are “anonymous”—they have no names. If using anonymous blocks were the only way you could organize your statements, it would be very hard to use PL/SQL to build a large, complex application. Instead, PL/SQL supports the definition of *named* blocks of code, also known as *subprograms*. Subprograms can be procedures or functions. Generally, a procedure is used to perform an action and a function is used to calculate and return a value. I will explore subprograms in much greater detail in an upcoming article in this series. For now, let’s make sure you are comfortable with the basic concepts behind subprogram creation.

Suppose I need to display “Hello World!” from multiple places in my application. I very much want to avoid repeating the same logic in all those places. For example, what happens when I need to change the message, perhaps to “Hello Universe!”? I will have to find all the locations in my code where this logic appears.

Instead, I will create a procedure named hello\_world by executing the following data definition language (DDL) command:

CREATE OR REPLACE PROCEDURE

hello\_world

IS

l\_message

VARCHAR2 (100) := 'Hello World!';

BEGIN

DBMS\_OUTPUT.put\_line (l\_message);

END hello\_world;

I have now, in effect, extended PL/SQL. In addition to calling programs created by Oracle and installed in the database (such as DBMS\_OUTPUT.PUT\_LINE), I can call my own subprogram inside a PL/SQL block:

BEGIN

hello\_world;

END;

I have hidden all the details of how I say hello to the world inside the *body*, or implementation, of my procedure. I can now call this hello\_world procedure and have it display the desired message without having to write the call to DBMS\_OUTPUT .PUT\_LINE or figure out the correct way to format the string. I can call this procedure from any location in my application. So if I ever need to change that string, I will do so in one place, the *single point of definition* of that string.

The hello\_world procedure is very simple. Your procedures will have lots more code inside them, and they will almost always also have *parameters*. Parameters pass information *into* subprograms when they are called, and they enable you to create subprograms that are more flexible and generic. They can be used in many different contexts.

I mentioned earlier that someday I might want to display “Hello Universe!” instead of “Hello World!” I *could* make a copy of my hello\_world procedure and change the string it displays:

CREATE OR REPLACE PROCEDURE

hello\_universe

IS

l\_message

VARCHAR2 (100) := 'Hello Universe!';

BEGIN

DBMS\_OUTPUT.put\_line (l\_message);

END hello\_universe;

I could, however, end up with dozens of variations of the “same” hello procedure, which will make it very difficult to maintain my application. A much better approach is to analyze the procedure and identify which parts stay the same (are *static*) when the message needs to change and which parts change. I can then pass the changing parts as parameters and have a single procedure that can be used under different circumstances.

So I will change hello\_world (and hello\_universe) to a new procedure, hello\_place:

CREATE OR REPLACE PROCEDURE

hello\_place (place\_in IN VARCHAR2)

IS

l\_message VARCHAR2 (100);

BEGIN

l\_message := 'Hello ' || place\_in;

DBMS\_OUTPUT.put\_line (l\_message);

END hello\_place;

Right after the name of the procedure, I add open and close parentheses, and inside them I provide a single parameter. I can have multiple parameters, but each parameter follows the same basic form:

*parameter\_name parameter\_mode datatype*

You must, in other words, provide a name for the parameter, the mode or way it will be used (IN = read only), and the type of data that will be passed to the subprogram through this parameter.

In this case, I am going to pass a string for read-only use to the hello\_place procedure.

And I can now say hello to my world *and* my universe as follows:

BEGIN

hello\_place ('World');

hello\_place ('Universe');

END;

Later in this series, we will be exploring the concept of reuse and how to avoid repetition, but you should be able to see from this simple example the power of hiding logic behind a named block.

Now suppose I don’t just want to display my “Hello” messages. Sometimes I need to save those messages in a database table; at other times, I must pass the string back to the host environment for display in a Web browser. In other words, I need to separate the way the “Hello” message is constructed from the way it is used (displayed, saved, sent to another program, and so on). I can achieve this desired level of flexibility by moving the code that constructs the message into its own function:

CREATE OR REPLACE FUNCTION

hello\_message

(place\_in IN VARCHAR2)

RETURN VARCHAR2

IS

BEGIN

RETURN 'Hello ' || place\_in;

END hello\_message;

This subprogram differs from the original procedure as follows:

* The type of program is now FUNCTION, not PROCEDURE.
* The subprogram name now describes the data being returned, not the action being taken.
* The body or implementation of the subprogram now contains a RETURN clause that constructs the message and passes it back to the calling block.
* The RETURN clause after the parameter list sets the type of data returned by the function.

With the code needed to construct the message inside the hello\_message function, I can use this message in multiple ways. I can, for example, call the function to retrieve the message and assign it to a variable:

DECLARE

l\_message VARCHAR2 (100);

BEGIN

l\_message := hello\_message ('Universe');

END;

Note that I call the hello\_message function as *part of* a PL/SQL statement (in this case, an assignment of a string to a variable). The hello\_message function returns a string, so it can be used in place of a string in any executable statement.

I can also return to my hello\_place procedure and replace the code used to build the string with a call to the function:

CREATE OR REPLACE PROCEDURE

hello\_place (place\_in IN VARCHAR2)

IS

BEGIN

DBMS\_OUTPUT.put\_line

(hello\_message (place\_in));

END hello\_place;

I can also call the function from within a SQL statement. In the following block, I insert the message into a database table:

BEGIN

INSERT INTO message\_table (message\_date, MESSAGE\_TEXT)

VALUES (SYSDATE, hello\_message('Chicago'));

END;

Although the “hello place” logic is very simple, it demonstrates the power of assigning names to one or more executable statements (an algorithm) and then referencing that algorithm simply by specifying the name and any required parameters.

Named PL/SQL blocks make it possible to construct complex applications that can be understood and maintained with relative ease.

**About Names in Oracle Database**

Now that you can see the importance of assigning names to logic, it is time to talk about the rules for names (or, to be more precise, identifiers) in both PL/SQL and, more generally, Oracle Database.

Here are the rules for constructing valid identifiers in Oracle Database:

* The maximum length is 30 characters.
* The first character must be a letter, but each character after the first can be either a letter, a numeral (0 through 9), a dollar sign ($), an underscore (\_), or a number sign (#). All of the following are valid identifiers:

hello\_world  
hello$world  
hello#world

but these are invalid:   
1hello\_world  
hello%world

* PL/SQL is case-*insensitive* with regard to identifiers. PL/SQL treats all of the following as the same identifier:

hello\_world  
Hello\_World  
HELLO\_WORLD

To offer you increased flexibility, Oracle Database lets you bypass the restrictions of the second and third rules by enclosing your identifier within double quotes. A *quoted identifier* can contain any sequence of printable characters excluding double quotes; differences in case will also be preserved. So all of the following strings are valid and distinct identifiers:

"Abc"  
"ABC"  
"a b c"

You will rarely encounter quoted identifiers in PL/SQL code; some development groups use them to conform to their naming conventions or because they find the mixed-case strings easier to read.

These same rules apply to the names of database objects such as tables, views, and procedures, with one additional rule: unless you put double quotation marks around the names of those database objects, Oracle Database will store them as uppercase.

So when I create a procedure as follows:

CREATE OR REPLACE PROCEDURE

hello\_world

IS

BEGIN

DBMS\_OUTPUT.put\_line

('Hello World!');

END hello\_world;

Oracle Database stores this procedure under the name HELLO\_WORLD.

In the following block, I call this procedure three times, and although the name looks different in all the calls, they all execute the same procedure:

BEGIN

hello\_world;

HELLO\_WORLD;

"HELLO\_WORLD";

END;

Oracle Database will not, on the other hand, be able to run my procedure if I call it as follows:

BEGIN

"hello\_world";

END;

It will look inside the database for a procedure named hello\_world rather than HELLO\_WORLD.

If you don’t want your subprogram names to be stored as uppercase, precede and follow that name with double quotation marks when you create the subprogram:

CREATE OR REPLACE PROCEDURE

"Hello\_World"

IS

BEGIN

DBMS\_OUTPUT.put\_line

('Hello World!');

END "Hello\_World";

**Running SQL Inside PL/SQL Blocks**

PL/SQL is a database programming language. Almost all the programs you will ever write in PL/SQL will read from or write to—or read from and write to—Oracle Database by using SQL. Although this series assumes a working knowledge of SQL, you should be aware of the way you call SQL statements from within a PL/SQL block.

And here’s some very good news: Oracle Database makes it very easy to write and run SQL statements in PL/SQL. For the most part, you simply write the SQL statement directly in your PL/SQL block and then add the code needed to interface between the SQL statement and the PL/SQL code.

Suppose, for example, that I have a table named employees, with a primary key column, employee\_id, and a last\_name column. I can then see the last name of the employee with ID 138, as follows:

SELECT last\_name

FROM employees

WHERE employee\_id = 138

Now I would like to run this same query inside my PL/SQL block and display the name. To do this, I need to “copy” the name from the table into a local variable, which I can do with the INTO clause:

DECLARE

l\_name employees.last\_name%TYPE;

BEGIN

SELECT last\_name

INTO l\_name

FROM employees

WHERE employee\_id = 138;

DBMS\_OUTPUT.put\_line (l\_name);

END;

First I declare a local variable and in doing so introduce another elegant feature of PL/SQL: the ability to anchor the datatype of my variable back to a table’s column. (Anchoring is covered in more detail later in this series.)

I then execute a query against the database, retrieving the last name for the employee and depositing it directly into the l\_name variable.

Of course, you will want to do more than run SELECT statements in PL/SQL—you will want to be able to insert into and update tables and delete from them in PL/SQL as well. Here are examples of each type of data manipulation language (DML) statement:

* Delete all employees in department 10 and show how many rows were deleted:

DECLARE

l\_dept\_id

employees.department\_id%TYPE := 10;

BEGIN

**DELETE** FROM employees

WHERE department\_id = l\_dept\_id;

DBMS\_OUTPUT.put\_line (SQL%ROWCOUNT);

END;

Directly inside the DELETE statement, I reference the PL/SQL variable. When the block is executed, the variable name is replaced with the actual value, 10, and the DELETE is run by the SQL engine. SQL%ROWCOUNT is a special cursor attribute that returns the number of rows modified by the most recently executed DML statement in my session.

* Update all employees in department 10 with a 20 percent salary increase.

DECLARE

l\_dept\_id

employees.department\_id%TYPE := 10;

BEGIN

**UPDATE** employees

SET salary = salary \* 1.2

WHERE department\_id = l\_dept\_id;

DBMS\_OUTPUT.put\_line (SQL%ROWCOUNT);

END;

Insert a new employee into the table.

BEGIN

**INSERT** INTO employees (employee\_id

, last\_name

, department\_id

, salary)

VALUES (100

, 'Feuerstein'

, 10

, 200000);

DBMS\_OUTPUT.put\_line (SQL%ROWCOUNT);

END;

In this block, I supply all the column values as literals, rather than variables, directly inside the SQL statement.

**Resources for PL/SQL Developers**

If you are just getting started with PL/SQL, you should be aware of and take advantage of a multitude of free online resources. Here are some of the most popular and useful ones:

* Oracle Technology Network’s PL/SQL page, at [oracle.com/technetwork/database/features/plsql](http://www.oracle.com/technetwork/database/features/plsql): an excellent starting point for exploring PL/SQL resources on the popular Oracle Technology Network Website
* PL/SQL Obsession, at ToadWorld.com/SF: a collection of the author’s resources for PL/SQL development, including training materials, presentations, sample code, standards, best-practice videos, and more
* PL/SQL Challenge, at plsqlchallenge.com: a daily PL/SQL quiz that will help you test and improve your knowledge of PL/SQL

**Next: Controlling Block Execution**

In this article, you learned about how PL/SQL fits into the wider world of Oracle Database. You also learned how to define blocks of code that will execute PL/SQL statements and to name those blocks so that your application code can be more easily used and maintained. Finally, you were introduced to the execution of SQL statements inside PL/SQL.

|  |
| --- |
| **Next Steps**  **READ**[**PL/SQL column archive**](http://www.oracle.com/technetwork/issue-archive/index-087690.html)    **DISCUSS**[**PL/SQL**](https://community.oracle.com/community/database/developer-tools/sql_and_pl_sql)  **DOWNLOAD**[**Oracle Database 11*g***](http://www.oracle.com/technetwork/database/enterprise-edition/downloads/index-092322.html)  **TEST**[**your PL/SQL knowledge**](http://www.plsqlchallenge.com/) |

**Why Nest Blocks?**

You can put BEGIN before any set of one or more executable statements and follow it with END, creating a nested block for those statements. There are two key advantages of doing this: (1) defer allocation of memory for variables needed only within that nested block, and (2) constrain the propagation of an exception raised by one of the statements in the nested block.

Consider the following block:

DECLARE

l\_message VARCHAR2 (100) := 'Hello';

l\_message2 VARCHAR2 (100) := ' World!';

BEGIN

IF SYSDATE >= TO\_DATE ('01-JAN-2011')

THEN

l\_message2 := l\_message || l\_message2;

DBMS\_OUTPUT.put\_line (l\_message2);

ELSE

DBMS\_OUTPUT.put\_line (l\_message);

END IF;

END;

It displays “Hello World!” when today’s date (returned by SYSDATE) is at least the first day of 2011; otherwise, it displays only the “Hello” message. Yet even when this block is run in 2010, it allocates memory for the l\_message2 variable.

If I restructure this block, the memory for l\_message2 will be allocated only after 2010:

DECLARE

l\_message VARCHAR2 (100) := 'Hello';

BEGIN

IF SYSDATE > TO\_DATE ('01-JAN-2011')

THEN

DECLARE

l\_message2 VARCHAR2 (100) := ' World!';

BEGIN

l\_message2 := l\_message || l\_message2;

DBMS\_OUTPUT.put\_line (l\_message2);

END;

ELSE

DBMS\_OUTPUT.put\_line (l\_message);

END IF;

END;

Similarly, I can add an exception section to that nested block, trapping errors and enabling the outer block to continue executing:

DECLARE

l\_message VARCHAR2 (100) := 'Hello';

BEGIN

DECLARE

l\_message2 VARCHAR2 (5);

BEGIN

l\_message2 := 'World!';

DBMS\_OUTPUT.put\_line (

l\_message || l\_message2);

EXCEPTION

WHEN OTHERS

THEN

DBMS\_OUTPUT.put\_line (

DBMS\_UTILITY.format\_error\_stack);

END;

DBMS\_OUTPUT.put\_line (l\_message);

END;

In this case, the nested block will raise a VALUE\_ERROR exception, because l\_message2 is too small (maximum of 5 bytes) for the “World!” string. The exception section of the nested block will trap and display the error. The outer block will then continue executing.

A future article in this series will focus on how exception handling works in PL/SQL.

Next in this article series, I will show you how to control the flow of execution in your block: conditional logic with IF and CASE; iterative logic with FOR, WHILE, and simple loops; and raising and handling exceptions.